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I honestly beleave it iz better tew know nothing than two know what ain’t so. 

— Everybody’s Friend, 1874, by Josh Billings 

To my horror, more and more often the past few years, I have seen people advocating 

for using the Waterfall method of software development. I have also seen it in job 

descriptions, for example “we use a mix of Agile and Waterfall”. 

Why am I horrified? Because Waterfall was never intended to become a software 

development method. Waterfall is now, as it was from the beginning, a way to describe 

why many large software development projects fail. 

There is no scenario where Waterfall is a good approach to software development! 



2 

Source: h�ps://kallokain.blogspot.com/2023/09/waterfall-dark-age-of-so ware.html Downloaded 1 Feb 2024. 

To back up that statement, let’s go back to the origin of Waterfall, a whitepaper by Dr. 

Winston Royce, Managing the Development of Large Software Systems from 1970. 

The Origin of Waterfall 

Note: The origin of Waterfall goes back quite a bit further than 1970. In another, later 

article, Waterfall vs. Agile: Battle of the Dunces or a Race to the Bottom, I go back to the 

1956 article by Herbert Benington that kicked it all off. Worth noting that Benington did not 

like Waterfall either. 

I have seen articles by Waterfall advocates referring to Dr. Winston Royce and his paper. 

In most cases it is obvious the article authors have never read it! The paper does not say 

what they think it does. It actually says the opposite! Here is an example, from an article 

advocating Waterfall: 

It’s a thorough, structured methodology and one that’s been around for a long time, 

because it works. 

— The Ultimate Guide…Waterfall Model, ProjectManager.com 

Not true! As I will show in this article, Waterfall has been around for a long time because 

of lack of competence, unfortunate and downright weird misunderstandings, and a badly 

written US DoD standard. 

Dr. Winston W. Royce at the Lockheed Software Technology Center introduced the 

concept in a paper published in 1970 on his experience developing software for 

satellites. 

— waterfall model, TechTarget article by Ben Lutkevich 

The above statement is technically true, but misleading. Royce did introduce the concept 

in his paper. What both articles I quoted left out, is what Royce wrote about the Waterfall 

approach. Here is an example: 

…the implementation described above is risky and invites failure. 

— Managing the Development of Large Software Systems, Dr. Winston Royce, 1970 

Just a few lines later in Dr. Royce’s paper: 
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The testing phase which occurs at the end of the development cycle is the first event 

for which timing, storage, input/output transfers, etc., are experienced as distinguished 

from analyzed. These phenomena are not precisely analyzable. They are not the 

solutions to the standard partial differential equations of mathematical physics for 

instance. Yet if these phenomena fail to satisfy the various external constraints, then 

invariably a major redesign is required. A simple octal patch or redo of some isolated 

code will not fix these kinds of difficulties. The required design changes are likely to be 

so disruptive that the software requirements upon which the design is based and which 

provides the rationale for everything are violated. Either the requirements must be 

modified, or a substantial change in the design is required. In effect the development 

process has returned to the origin and one can expect up to a 100-percent overrun in 

schedule and/or costs. 

I’d like to draw your attention to the last sentence. It is worth repeating:  

In effect the development process has returned to the origin and one can expect up to 

a 100-percent overrun in schedule and/or costs. 

Actually, Dr. Royce underestimated the cost overruns with waterfall projects. Even the 

successful ones cost a lot more than an agile project, if the agile project uses an agile 

method that supports both Cost of Change reduction, and small batch transfers, like 

Extreme Programming, one of the Crystal family of methods, or Lean Software 

Development. 

Dr. Royce did believe in breaking a project down into a linear sequence of phases, but, 

and it is an important but, he understood very well that feedback, and thus making 

corrections iteratively, are necessary. He understood very well that Waterfall is risky, and 

that the risk of very large cost overruns is high. 

Note that this was in 1970. Object oriented programming languages, and modern 

software design, had not been invented yet! There were no design patterns, no Domain-

Driven Design, no Test-Driven Design, no automated testing, no refactoring, or 

refactoring patterns. Barry Boehm’s groundbreaking work on software economics would 

not be published until eleven years later. It was ten years before the Lean revolution 

changed the manufacturing industry, so only a few people, who were either scientists or 

working at Toyota, understood things like the effects of batch transfer sizes and Work-
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In-Process. AI assisted software development existed only in Science-Fiction stories, 

usually with horrible consequences. 

There were PERT (1958) and GANTT (1910-1915) charts. Critical Path (1957) did also 

exist. That means an important idea, parallelization of independent tasks, did exist. 

However, Waterfall is strictly linear and sequential, so waterfall projects do not take 

advantage of this. 

We will delve into that in more depth, but we are not done with Dr. Royce’s paper yet. The 

waterfall approach described by Dr. Royce, and now advocated as a method, looked like 

this: 

 

Figure 2: The picture above shows what Dr. Royce warned about! It is a fundamentally 

unsound way of developing software that leads to increased lead times, increased risk, and 

vastly increased cost, even under the best possible conditions. The resulting increased 

stress makes Waterfall projects horrible working environments. 
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Dr. Royce’s picture of Waterfall projects is on page two in his paper. In the following 

pages, he presents a succession of more and more sophisticated project models, all 

involving feedback loops and multiple iterations. 

I will not show you all the intermediate versions. Do read Dr. Royce’s paper if you want 

the nitty-gritty details. I will show Dr. Royce’s final illustration: 

 

Figure 3: Dr. Royce’s project model. This model has prototyping, and iterative development. 

It is not anywhere close to Waterfall development! 

In Dr. Royce’s model, development starts with a preliminary design phase. The purpose 

of this is to determine constraints, like storage capacity, timing, and other operational 

constraints. Then, a preliminary version, a prototype, is built. 

Prototyping is not done in Waterfall projects. On the other hand, it is done in some agile 

methods. For example Dynamic Systems Development Method (DSDM), one of the 

original agile methods, uses rapid prototyping. Lean Software Development and 
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the Crystal family of methods also advocate prototyping. Extreme Programming has a 

practice called Spike, which sometimes, but not always, entails building prototypes. Even 

SAFe advocates prototyping, as part of Design Thinking. (In practice, I have never seen a 

SAFe project that actually uses Design Thinking and prototyping, but it is there in 

the method description.) 

Dr. Royce was also big on involving the customer: 

For some reason what a software design is going to do is subject to wide interpretation 

even after previous agreement. It is important to involve the customer in a formal way 

so that he has committed himself at earlier points before final delivery. To give the 

contractor free rein between requirement definition and operation is inviting trouble. 

— Managing the Development of Large Software Systems, Dr. Winston Royce, 1970 

The above quote is definitely not Waterfall, where all requirements are gathered up front. 

It does, however, fit with agile ideas of continuously involving customers. 

Dr. Royce’s software development model is not agile, but it is much closer to agile than 

any Waterfall project will ever be. 

The Great Misunderstanding 

Why on Earth do so many people believe Waterfall is a good model for developing 

software? I do not have a good answer, at least not one that is polite. However, the 

misunderstanding goes pretty far back. 

Royce never used the word “waterfall” in his paper. One of the first uses, perhaps the 

very first (though this is uncertain) use of the word in a software development context, is 

from a 1976 paper on software requirements by T.E. Bell and T.A. Thayer: 

The same top-down approach to a series of requirements statements is explained, 

without the specialized military jargon, in an excellent paper by Royce [5]; he introduced 

the concept of the "waterfall" of development activities. In this approach software is 

developed in the disciplined sequence of activities shown in Figure 1. 

— Software Requirements: Are They Really a Problem?, T. E. Bell and T. A. Thayer, TRW 

Defense and Space Systems Group Redondo Beach, California, 1976 
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Note the reference to Figure 1 in the quote. Let’s look at Figure 1 from the paper: 

 

Figure 4: This is the figure in Bell and Thayer’s paper, that purportedly shows the project 

model Royce advocated. It does not! This is the model Royce warned about! 

It’s the wrong diagram! Bell and Thayer copied the wrong diagram from Royce’s paper, 

and then claimed that this was the idea Royce advocated. As far as I can tell from the 

paper by Bell and Thayer, they did not even bother to read Royce’s paper. They just 

looked at the diagram on page two in Royce’s paper and went “Yep, that’s the way to do 

it!” 

We now know that “Waterfall Method” is all a big misunderstanding, but why did 

something as bonkers as this spread? Enter the US military! 



8 

Source: h�ps://kallokain.blogspot.com/2023/09/waterfall-dark-age-of-so ware.html Downloaded 1 Feb 2024. 

In 1988 the US Department of Defense released a standard for working with software 

contractors, DOD-STD-2167A. This standard may not have been the best move, at least 

not for US tax payers. 

 

Figure 5: The figure above is from the DOD-STS-2167A document. It shows the basic 

processes for developing both hardware and software, and it is a Waterfall process. 

To be fair, the US DoD did not explicitly forbid more sane approaches: 

 

Figure 6: As the excerpt shows, the standard allowed iterative and recursive approaches to 

software development. It did not mandate them though. 
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It is worth noting that while DOD-STS-2167A does allow iterative and recursive 

processes, the mandatory formal reviews and audits makes practical implementation 

more or less impossible. The rules push development processes to be sequential. 

Also, from the perspective of a contractor, if you can choose between an approach that 

require much less training, and which allows you to make a lot of money due to delays 

and cost overruns, and an approach that will require you to spend money on extra 

training for your people, and will simultaneously reduce project lead time and cost, so 

you will make much less money, which approach would you choose? 

It’s no surprise that the contractors went with getting the most money. 

DOD-STS-2167A was criticized, of course, but that didn’t help much. For a period of time, 

Waterfall was the way to do things. Eventually, in the 90’s, agile methods emerged as a 

response to Waterfall, and various Waterfall-inspired approaches. (No, agile did not 

begin with the Agile Manifesto. The methods existed before that. Take a look at the 

original authors of the manifesto, and the methods they represented.) 

Waterfall vs. Critical Path 

So far, we have established that Dr. Winston Royce, unfairly credited with advocating 

Waterfall, actually advocated replacing Waterfall with an early form of iterative 

development. We have also established that the whole crackpot idea of Waterfall being 

a good approach for software development can be traced back to a monumental 

misunderstanding of the idea in a 1976 whitepaper, and a 1988 military standard of ill 

repute. 

Let’s look closer at why Waterfall is a bad idea. First of all, Waterfall projects have 

strictly sequential phases! One type of activity does not start until the previous type of 

activity ends. This is bad because it becomes difficult, and expensive, to fix mistakes in 

a phase, if the mistake is discovered in a later phase. 

The reason it is so expensive, is that fixing that mistake made in an earlier phase, often 

triggers a cascade of massive changes. For example, if a mistake in requirements 

analysis is discovered while testing, this may trigger a redesign of the whole software. 
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The Waterfall advocates counter argument is that we will use Waterfall only in projects 

where the requirements are well understood up front. Unfortunately, that argument does 

not hold up. 

Let’s assume for the sake of argument, that we have a project where all requirements 

can be gathered up front. Furthermore, we will assume that all the work, in all the 

phases, is executed perfectly, with no mistakes. Waterfall still looses big! 

Let’s look at a sample Waterfall project from an article advocating Waterfall, and then 

rework it using only a project planning method from the 1960’s,  Critical Path. 

First, let’s look at the Waterfall plan from the article. I won’t steal their picture of the plan. 

Instead, I’ve made a simplified sketch. I did add names to each role though, so I can 

refer to Anna, rather than “the wireframe builder”, and Eve, rather than using the very 

unappealing term “content creator”. 

 

Figure 7: Waterfall project plan from the article What Is Waterfall Project Management? 

The first thing to note is that there are some oddities in the original Waterfall plan in the 

article. For example, team members are expected to work two out of the three 

weekends. (Weekend days are grayed out.) For another, testing is supposed to be 

finished on day 19, but nothing is uploaded to the website until day 24. 

I do not know if the above oddities are intentional, or planning mistakes. Let’s fix this by 

keeping the estimated times for the activities, but giving everyone weekends off. We will 

also cut a few days from the schedule by uploading immediately when testing has 

finished, instead of five days later: 
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Figure 8: Corrected Waterfall project plan, where team members get the weekends off. 

So, now we have a Waterfall plan that does not force team members to work weekends. 

We have also cut some unnecessary lag time. The net effect is that the project will take 

24 calendar days, just as before. We will upload a few hours later on the 24th day 

though. 

One drawback of the Waterfall approach is IOTTMCO (Immediately Obvious To The 

Most Casual Observer): Because no activity is allowed to begin until the previous activity 

has finished, the project takes longer than it has to. 

For example, Eve, the content creator, is not really dependent on Anna, the wireframe 

builder (well, designer) to finish building the wireframe version of the pages in order to 

begin. Actually, Eve probably has ideas that would enable Anna to improve her design, if 

she got the input. That means Eve and Anna should work together, in parallel, preferably 

sitting next to each other in the same room. 

What about Thor? Is he from Asgard? Yes, but he is also a kick ass web developer. What 

does he need to get started? He needs an overall idea of the web page design, and the 

structure of the web site. He most certainly does not need a complete set of wireframe 

models from Anna to get started. Let’s bring Thor in early, so he can join the initial 

design meeting with Anna and Eve. 

What about Jane, the tester? She could start testing as soon as Thor has one web page 

up and running. It does not even have to be a complete page. She can test functionality 

as soon as Thor has built it. A tester does more than just checking functionality though. 

A tester also checks the structure of the web site, to see if the pages are easy to 

navigate, and that the flow is logical. That means Jane can have useful input even at the 
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wireframe stage. So, bring her in early too. Jane can’t finish testing until Thor is done 

building it, so we will keep her on the job as long as Thor, plus one extra day. 

Let’s see what the schedule looks like now: 

 

Figure 9: Critical Path Method plan with parallelization of activities. The Critical Path is the 

longest sequence of dependent activities, in this case 15 days. 

Look at that! We now have a 15 day project instead of a 24 day project. We reduced the 

project lead time with 9 days. That is a 37.5% (9/24=0.375=37.5%) reduction in lead time! 

To put it another way, if we use Critical Path as the base planning method, and switch to 

Waterfall, Waterfall planning delayed the project by 60% (9/15=0.6=60%). 

Note that we did nothing Agile here. We have compared Waterfall planning with the 

Critical Path Method (CPM), a method that has been around since the late 1950’s. The 

Critical Path is the longest stretch of dependent activities, in this case, Jane’s activities. 

(I have omitted dependencies to each team member’s individual work packages, to keep 

things simple.) 
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Figure 10: The difference between Critical Path and Waterfall planning leads to increased 

project costs, lost revenue, reduced market share (and more revenue loss), and shortened 

lifecycle (and even more revenue loss). 

So, compared to Critical Path planning, the Waterfall approach increased delivery time 

by 60%, or 9 days. That means, the website cannot generate revenue for those 9 days. 

That may not sound like a lot, but for a large project, a 60% delay can be the difference 

between a successfully launched project and a market flop. 

A delayed project means increased project cost, and loss of revenue due to the delayed 

launch. Quite often, a delayed launch means reduced market share, and a shorter 

lifecycle for the product. Add all that up, and it is a lot of money. 

In a real, large, project, we can use Profit & Loss statements to forecast the Cost of 

Delay we get by using Waterfall instead of Critical Path. Delving into that would require 

an article of its own though, so I won't. 

I should mention, while we are on the topic, that the Critical Path algorithm is quite a bit 

more complicated than I’ve shown here. I’ve simplified things to avoid getting lost in 

unimportant details. For a large project, there are alternatives to Critical Path, i.e. Critical 

Chain, that may give more optimal results. 

Waterfall vs. Agile 

Now that we have used Critical Path, a planning method from the late 1950’s to soundly 

trounce Waterfall, can we trounce Waterfall even more? 

It turns out that sometimes we can, but not necessarily always. Enter agile methods! 
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Assuming that we have a well run Critical Path project, agile methods will not enable us 

to reduce total project lead time, but it may enable us to deliver value sooner, which 

adds up to substantially increased total value. 

A, usually unexamined, assumption in both Waterfall and the Critical Path Method, is 

that we do a single delivery at the end of the project. What if we can split the delivery up, 

so we can do multiple smaller deliveries? 

In our web site example, what if we could deliver a minimal set of web pages the first 

week, after only three days of work? We could then, perhaps, make a second delivery at 

the end of the second week, and a third and final delivery at the end of the project. Let’s 

try it! 

 

Figure 11: With agile methods, we do small, frequent deliveries, which enables us to get 

revenue from working software much earlier than with Critical Path or Waterfall planning. 

However, this does not work in all kinds of projects. 

In this scenario we make a first, very minimal, delivery after 3 days, a second delivery 

after 10 days, and the third and final delivery after 15 days. That means we can start 

generating revenue after 3 days, We make revenue for 12 days more than with Critical 

Path, and for 21 days more than with Waterfall. 
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Figure 12: As we can see in the picture above, CPM is more profitable than Waterfall. Agile 

is more profitable than CPM, if we can make multiple deliveries. Even if we cannot make 

multiple deliveries, Agile would still beat Waterfall hands down. 

From an economic perspective, agile methods win hands down if it is possible to slice 

the project into multiple deliveries. If that is not possible, agile and Critical Path look 

pretty even. In practice, Critical Path planning, and similar methods, do have some 

advantages over agile planning when it comes to reducing lead time in large projects. 

(The exception is the Crystal family of methods, which handles work package 

breakdown and parallelization better than other agile methods. Maybe on par with 

Critical Path.) 

Neither agile, nor Critical Path, ever comes close to being as bad as Waterfall, under any 

circumstances. 

Reviving Waterfall is a giant leap more than fifty years back in time. Waterfall leads to 

delays, and cost overruns, it reduces the quality of software, and makes developers 

incredibly stressed. 

I for one, do not want the bad old times back!  

We should look forward instead. Build on the knowledge of software development and 

software project management we have gathered over the past half century. Learn from 

both failures and successes, and develop better ways of working. 

 


